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Introduction

We will develop a computational graph formalism like the one used by Machine Learning libraries such as
Theano or TensorFlow. A computational graph consists of nodes and edges. There are two kinds of nodes:

1. Input nodes, which are placeholders for input data.
2. Computational nodes, which take values from nodes on the incoming edges and compute a function on
those values.

Edges connect nodes forming a Directed Acyclic Graph (DAG). The computation expressed by a graph is
compiled into executable code in a target language that gets data from inputs and performs the operations
expressed in the graph.

For example, the graph below on the left represents a computation with two input placeholders (a, ») and three
computational nodes. When the graph is fed with =2 and =1, the computational nodes carry out the computation,
producing the output in the top node as shown in the right graph.
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This graph deals with inputs that are matrices of floats with 2 dimensions. Notice that a scalar can be represented
as a matrix of dimensions [1, 1], and a vector of length n with a matrix of dimensions [1, r] or [, 1].
The library compiles a graph into executable code in a target language.

Exercise 1

Design a hierarchy of classes to represent nodes and graph objects. The classes should provide suitable
constructors for building nodes and graphs.

Exercise 2

Implement a recursive descent parser, which takes a JSON representation of a graph and builds the
corresponding graph. For example, the above computational graph is represented as:

"a”: {“type”: “input”, “shape”: [1,1]1},

"b”: {“type”: “input”, “shape”: [1,1]},

7c”: {“type”: “comp”, “op sum”, “in”: [“a”, ”"b”]1}
7d”: {“type”: “comp”, “op sum”, “in”: [“b”, [[11]
7e”: {“type”: “comp”, “op”: “mult”, “in”: [“c”, ”d"]
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“op”: % 1},
N }

}
Notice that not all the operations are possible, for example summing two vectors of different shapes. The Graph
class should provide the methods: isDAG, and isValid to check whether all the variables are defined and if all the
operations are computable. For checking the compatibility, there should be a table specifying the signature for
each function, for example:

sum: ([n, m], [n, m]) -> [n, m]

mult: ([n, m], [m, k]) -> [n, k]

Exercise 3

Use polymorphism to implement a compiler that transforms a graph into executable code in a programming
language. Use a template for each function, that represents the code to be generated for the body of the function.
The resulting code should correspond to a function, which takes as arguments variables corresponding to the
inputs of the graph and returns an array with all the outputs of the graph.

Provide the code generated for the example in the Introduction.

Exercise 4

Extend the code generator in order to perform code optimizations. In particular, the generator should identify
cases where multiple operations can be fused into one, for example:

should be compiled into code that performs the addition a + b + ¢ with a single nested loop. Hint: use a template
to represent the transformation.



Exercise 5

Discuss the technique of C++ template metaprogramming and the technique of LINQ expression trees.



